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**Lab 2: Write programs for DFS, BFS.**

**Introduction**

DFS – Depth First Search (DFS) is an algorithm for traversing or searching tree or graph data structures. In DFS, we start at the root and explore as far as possible along each branch before backtracking. The time complexity of the DFS algorithm is represented in the form of O (V + E), where V is the number of nodes and E is the number of edges. The space complexity of the algorithm is O (V).

BFS - Breadth First Search (BFS) is a graph traversal algorithm that starts traversing the graph from the root node and explores all the neighboring nodes. Then, it selects the nearest node and explore all the unexplored nodes. The algorithm follows the same process for each of the nearest node until it finds the goal. The time complexity of the BFS algorithm is represented in the form of O (V + E), where V is the number of nodes and E is the number of edges. The space complexity of the algorithm is O (V).

**Objective**

1. To implement DFS algorithm.

2. To implement BFS algorithm

**Program Code**

1. DFS Algorithm

inputGraph = {

"A" : ["D","C"],

"B" : ["B", "F"],

"C" : ["F"],

"D" : [“A”],

"E" : [],

"F" : []

}

visitedNodes=[]

def depthFirstSearch(graph, node):

if node not in visitedNodes:

visitedNodes.append(node)

neighbours = graph[node]

for neighbour in neighbours:

depthFirstSearch(graph, neighbour)

return visitedNodes

visitedNodes = depthFirstSearch(inputGraph, 'A')

print(visitedNodes)

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvQAAAAxCAYAAAC1Zj04AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATcSURBVHhe7d0hbxRbGAbg0+uKLYIEAxjqaAjBtBgM/AdAQ4JCVIIAiUCRgAYMBgsGQ0kQhBRXFISGBAEC08rCu5kpC7dQundnd87leZJJd8820y+zI945/ebMzNY3ZcxWV1fL/Px88w4AAOjKP81PAACgQgI9AABUTKAHAICKCfQAAFAxgR4AACom0AMAQMUEegAAqJhADwAAFRPoAQCgYp0E+tnZ2fLly5fmHQAA0JWZrW+a12OzsbFR1tfXy+bmZjMCAAB0oZNADwAATIYeegAAqJhADwAAFRPoAQCgYgI9AABUTKAHAICKCfQAAFAxgR4AACom0AMAQMUEegAAqJhADwAAFZtaoH/w4EGZmZnZ3vJ+J8+fP//t539qc3OzXLp0qZw9e7Z8/vy5Ge1OrXW/efOmLCwslBs3bjQjo8s+sq/ss2vjPE67fXd/eu4CAEzCVGfoL168WDY2NsrW1lY5d+5cM7p3bcBKoEuw67OEzYTO4UCYLSGyFm3gbbe+H/c27A/X3G6jHPecqzlnc+7mHAYAmKbqW24S1p49e1bu3r1b3r59W96/f9980m8rKyuDUJhtbW2tXL58eSyz4l1Ljak1Nbf1X7lypdy5c6f5jf66fv36ds3ttri42HwKAFCn3gf6/fv3l2PHjpVDhw41Iz9KgE+QP3nyZDl8+HB5+fJl88mPZmdny8GDBwf72bdvXzPand3qHnb06NFy+/btcu3atX/NGE+j7gMHDpQjR440I9+lttSYWlNzK68T6n+WfWRf2WfXxnmc9vLdAQBMW+8DfcLi6urqL2dSE+AT5PN7p06dGszW/6r94+rVq4OZ5IS/ru1W98/m5+fLmTNnytOnT5uR7yZZ99zcXHn8+PGOLVCpLS0mx48fb0Z+L/vIvrLPSRjXcdrrdwcAME1Vt9y07TYJ8glxJ06cqKrtZlhmlTMj/OHDh172o6em1JZZ8ElcWAAA8GeqDvRtu02CfKRVIjc6/qrthr9b2oWGb4id1MpBAABdqjrQJ7gnmLU92mntSJvE79pu+s4MeHd+vil2ku1AAABdqTbQt+02T5482Z6Zz5ZZ2BcvXlTXdpMlEN+9e7fjzah9kIuMXGz0tSUIAOBvVW2gT2BPcB9e/jHbp0+fBiur1NZ2k9nijx8/brcP9dHp06cHy4O+evWqGQEAYNqqDfRtcM/qMMPam0tHabtpH/o0qaebtvJgrPPnz5fl5eXBCit7Nam6s7pNVrnJOvTDfyevb9261bzbm6xrn/+seNoqAMBoqg30WUJxpzXH0xqSVW9GabtpLwZev35dHj582Ix2Y2lpabtN6N69e4MLlFGfljupunNssyxkLjxyIdXWnzCfJ7GOom0xyjFwgyoAwN7NbKVPZQoyI5tZ9ITBPt0EmocnJWzfv39/5IA9DbXWnRCfenNB0rdzYTf5D1AeqJULyJqOOQDw/1L1KjfjloCWmeI84CktLLWote7IvQO5sfnChQtVhXkAgL6YaqDPDZZpF+lDD3X+ftu+8+jRo2qWM6y17vTdp+f/5s2bZW1traqnsuaY55zNcc85DAAwTVNruQEAAP47LTcAAFAxgR4AACom0AMAQMUEegAAqJhADwAAFRPoAQCgYgI9AABUTKAHAICKCfQAAFAxgR4AAKpVylfgsQ4nm1ccNwAAAABJRU5ErkJggg==)

2. BFS Algorithm

inputGraph = {

"A" : ["D","B"],

"B" : ["F", "A"],

"C" : ["F"],

"D" : [],

"E" : ["E"],

"F" : []

}

visitedNodes=[]

def breadthFirstSearch(inputGraph, startNode):

queue = [startNode]

while queue:

node = queue.pop(0)

if node not in visitedNodes:

visitedNodes.append(node)

neighbours = inputGraph[node]

for neighbour in neighbours:

queue.append(neighbour)

return visitedNodes

visitedNotes = breadthFirstSearch(inputGraph, "A")

print(visitedNodes)

**Output**

![](data:image/png;base64,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)Fig: BFS

**Conclusion**

Hence, implemented BFS and DFS algorithm using the python programming language.

**Lab 3: Write programs for Greedy Best First, A\***

**Introduction**

Greedy best-first search algorithm – This algorithm always selects the path which appears best at the moment. It is the combination of DFS and BFS algorithms. It uses the heuristic function and search. Best-first search allows us to take the advantages of both algorithms. With the help of best-first search, at each step, we can choose the most promising node. In the best first search algorithm, we expand the node which is closest to the goal node and the closest cost is estimated by heuristic function

A\* - A\* search is the most commonly known form of best-first search. It uses heuristic function h(n), and cost to reach the node n from the start state g(n). It has combined features of UCS and greedy best-first search, by which it solve the problem efficiently. A\* search algorithm finds the

shortest path through the search space using the heuristic function. This search algorithm expands less search tree and provides optimal result faster.

**Objective**

1. To implement Greedy best-first search algorithm.

2. To implement A\* search algorithm

**Program Code**

1. Greedy best-first

inputGraph = {

'A': [('B', 3), ('D', 8)],

'B': [('A', 6), ('C', 5)],

'C': [('D', 1), ('B', 2)],

'D': [('A', 6), ('C', 8)]

}

goal="C"

def gbfs(graph, start):

queue = [start]

visitedNode = []

while queue:

queue = sorted(queue, key=lambda x: x[1])

node = queue.pop(0)

if node not in visitedNode:

visitedNode.append(node)

if node[0] == goal:

break

neighbours = graph[node[0]]

for neighbour in neighbours:

queue.append(neighbour)

return visitedNode

print(gbfs(inputGraph, ("A", 13)))

**Output**
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2. A\*

inputGraph = {

'A': [('B', 4, 7), ('D', 7, 4)],

'B': [('A', 4 7), ('C', 3, 8)],

'C': [('D', 7, 3), ('B', 7, 1)],

'D': [('A', 3, 9), ('C', 6, 0)],

}

goal="D"

def gbfs(graph, start):

rootToParentCost = 0

queue = [start + (rootToParentCost, )]

visitedNodes = []

while queue:

queue = sorted(queue, key=lambda x: x[1] + x[2] + x[3])

node = queue.pop(0)

rootToParentCost = node[1] + node[3]

if node not in visitedNodes:

visitedNodes.append(node)

if node[0] == goal:

break

neighbours = graph[node[0]]

for neighbour in neighbours:

queue.append(neighbour + (rootToParentCost, ))

return visitedNodes

visitedNodes = gbfs(inputGraph, ('A', 5, 10))

print(visitedNodes)

**Output**
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**Conclusion**

Hence, we implemented greedy best-first and A\* algorithms with the help of python programming language.

**Lab 4: Write programs for to demonstrate water jug, n-queen problem (constraint satisfaction problem)**

**Introduction**

The water jug problem

You are given two jugs, a 4-gallon one and a 3-gallon one, a pump which has unlimited water which you can use to fill the jug, and the ground on which water may be poured. Neither jug has any measuring markings on it. How can you get exactly 2 gallons of water in the 4-gallon jug? To solve this we have to make some assumptions not mentioned in the problem. They are:

∙ We can fill a jug from the pump.

∙ We can pour water out of a jug to the ground.

∙ We can pour water from one jug to another.

∙ There is no measuring device available.

n-Queen problem

The N-Queen problem is to place n Queens in such a manner on an n\*n chessboard that no queens attack each other by being in the same row, column or diagonal. It can be seen that for n =1, the problem has a trivial solution, and no solution exists for n =2 and n =3. So first we will consider the 4 queens problem and then generate it to n - Queen Problem.

**Objective**

1. To implement the water jug problem.

2. To implement the n-Queen problem

**Program Code**

1. Water jug problem

def waterJugSolution(xCapacity, yCapacity, target, reverse=False):

path = [[0, 0]]

y = yCapacity

x = 0

path.append([x, y])

steps = 1

while ((y != target) and (x != target)):

temp = min(y, xCapacity - x)

x = x + temp

y = y - temp

path.append([x, y])

steps = steps + 1

if ((y == target) or (x == target)):

break

if y == 0:

y = yCapacity

path.append([x, y])

steps = steps + 1

if x == xCapacity:

x = 0

path.append([x, y])

steps = steps + 1

if reverse:

path = [[y, x] for x, y in path]

return [path, steps]

2

xCapacity = int(input("Jug 1= "))

yCapacity = int(input("Jug 2= "))

target = int(input("Target vol = "))

def solveGCD(a, b):

if b == 0:

return a

return solveGCD(b, a % b)

if target % solveGCD(xCapacity, yCapacity) == 0:

path1, step1 = waterJugSolution(xCapacity, yCapacity, target, reverse=False) path2, step2 = waterJugSolution(yCapacity, xCapacity, target, reverse=True) if step1 <= step2:

print("The path is:", path1)

print("The steps are:", step1)

else:

print("The path is:", path2)

print("The steps are:", step2)

else:

print("Solution failed")

**Output**
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2. n-Queen problem

def nQueenSolution(board, col, N):

if col >= N:

return True

for i in range(N):

val1=0

row=i

for i in range(col):

if board[row][i] == 1:

val1=False

return

for i, j in zip(range(row, -1, -1), range(col, -1, -1)):

if board[i][j] == 1:

val1=False

return

for i, j in zip(range(row, N, 1), range(col, -1, -1)):

if board[i][j] == 1:

val1=False

return

val1=True

if val1:

board[i][col] = 1

if nQueenSolution(board, col + 1, N) == True:

return True

board[i][col] = 0

return False

N = int(input("Chesboard size = "))

printoutBoard = [[0] \* N for i in range(N)]

if nQueenSolution(printoutBoard, 0, N) == False:

print("Solution failed")

for i in range(N):

for j in range(N):

print(printoutBoard[i][j], end=" ")

print("")

**Output**
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**Conclusion**

Hence, we implemented the water jug problem and n Queen Problem using the python programming language as shown in the lab above.

**Lab 1: Write programs simple chat bot (concepts of Knowledge Representation systems)**

**Introduction**

Chatbot can be defined as an application that can be used to conduct a live chat conversation via text. Chatbots are designed to simulate the way human would talk or chat with other person. The term ‘Chatterbot” was originally coined by Michael Maildin in 1994 to describe these conversational programs.

**Objective**

1. To create a simple chatbot.

**Program Code**

print("##############################")

print(" CHATBOT")

print("##############################")

while True:

question = input("Enter your question= ")

question = question.lower()

if question in ["hi","hello"]:

print("Hello")

elif question in ["where do you stay?"]:

print("I stay inside the computer")

elif question in ["who are you?","what are you?"]:

print("I am a bot")

elif question in ["how are you?"]:

print("I am doing fine today")

elif question in ['what are you doing?']:

print("I am watching a movie")

elif question in ["are you busy?"]:

print("Yes, I am working right now")

elif question in ['quit']:

break

else:

print("I cannot answer that")

**Output**
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**Conclusion**

Hence, we created a simple Chabot application which can react to the users input as questions and answer those questions.

**Lab 5: Write program for implementing Naive Bayes.**

**Introduction**

Naïve Bayes algorithm is a probabilistic machine learning algorithm based on the Bayes Theorem which is used in a wide variety of classification tasks. Typical applications of this algorithm include filtering spam, classifying documents, sentiment prediction etc. It is based on the works of Rev. Thomas Bayes and that’s where the name came from. The name naive is used because it assumes the features that go into the model is independent of each other. That is changing the value of one feature, does not directly influence or change the value of any of the other features used in the algorithm.

**Objective**

1. To implement Naïve Bayes algorithm.

**Program Code**

from sklearn import metrics

from sklearn.naive\_bayes import GaussianNB

from sklearn.model\_selection import train\_test\_split

from sklearn.datasets import load\_iris

iris = load\_iris()

X = iris.data

y = iris.target

1

trainX, textX, trainY, testY = train\_test\_split(X, y, test\_size=0.6, random\_state=3) gnb = GaussianNB()

gnb.fit(trainX, trainY)

predictY = gnb.predict(textX)

print("The Models accuracy is shown below: ")

print(metrics.accuracy\_score(testY, predictY)\*100)

**Output**
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**Conclusion**

Hence, we implemented Naïve Bayes algorithm in the above lab using the python programming language

**Lab 6 : Write program for implementing Neural Networks for realization of AND, OR gates.**

**Introduction**

A neural network is a system of hardware or software patterned after the operation of neurons in the human brain. They are a variety of deep learning technology which also falls under the umbrella of AI. In commercial sector, this technology generally focuses on solving complex signal processing or pattern recognition problems. Examples of significant commercial applications since 2000 include handwriting recognition for check processing, speech-to-text transcription, oil-exploration data analysis and facial recognition.

**Objective**

1. To implement Neural Networks for realization of AND, OR gates.

**Program Code**

from math import exp

def ANDGateCalculation(x1, x2):

stringLiteral = f"{x1} AND {x2} = "

weights = [-2, 1, 1]

Z = weights[0] + x1 \* weights[1] + x2 \* weights[2]

sigmod\_val = 1/(1 + exp(-Z))

if sigmod\_val >= 0.5: print(stringLiteral + "1")

else: print(stringLiteral + "0”

def ORGateCalculation(x1, x2):

stringLiteral = f"{x1} OR {x2} = "

weights = [-1, 2, 2]

Z = weights[0] + x1 \* weights[1] + x2 \* weights[2]

sigmod\_val = 1/(1 + exp(-Z))

if sigmod\_val >= 0.5: print(stringLiteral + "1")

else: print(stringLiteral + "0")

for x1 in range(2):

for x2 in range(2):

ORGateCalculation(x1,x2)

ANDGateCalculation(x1,x2)

**Output**
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**Conclusion**

Hence, we simulated AND and OR gates using the knowledge of Neural Networks.

**Lab 7: Write program for implementing Backpropagation Learning.**

**Introduction**

Backpropagation algorithm is the most fundamental building block in a neural network. This algorithm is used to effectively train a neural network through a method called chain rule. After each forward pass through a network, backpropagation performs a backward pass while adjusting the model’s parameters. Backpropagation is the essence of neural net training. It is the practice of fine tuning weights of a neural net based on the error rate obtained un the previous epoch.

**Objective**

1. To implement Backpropagation learning by creating a Sudoku solver.

**Program Code**

N = 9

def checkSafe(grid, row, col, num):

for x in range(9):

if grid[row][x] == num:

return False

for x in range(9):

if grid[x][col] == num:

return False

startRow = row - row % 3

startCol = col - col % 3

for i in range(3):

for j in range(3):
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if grid[i + startRow][j + startCol] == num:

return False

return True

def solveSuduko(grid, row, col):

if (row == N - 1 and col == N):

return True

if col == N:

row += 1

col = 0

if grid[row][col] > 0:

return solveSuduko(grid, row, col + 1)

for num in range(1, N + 1, 1):

if checkSafe(grid, row, col, num):

grid[row][col] = num

if solveSuduko(grid, row, col + 1):

return True

grid[row][col] = 0

return False

sudokuProblem = [

[0, 9, 0, 5, 6, 1, 0, 0, 7],

[0, 3, 0, 0, 0, 8, 0, 0, 1],

[0, 0, 8, 0, 4, 0, 0, 5, 9],

[7, 0, 0, 2, 8, 0, 1, 0, 0],

[9, 0, 6, 0, 0, 0, 8, 7, 0],

[0, 0, 0, 0, 0, 6, 5, 0, 0],

[0, 0, 0, 0, 0, 0, 0, 0, 0],

[0, 0, 3, 0, 0, 2, 0, 0, 0],

[0, 4, 9, 7, 1, 0, 0, 0, 5]

]

print("The solution of above sudoku is:\n")

if (solveSuduko(sudokuProblem, 0, 0)):

for i in range(N):

for j in range(N):

print(sudokuProblem[i][j], end = " ")

print()

else:

print("Solution failed")

**Output**
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**Conclusion**

Hence, we implemented Backpropagation learning by creating a Sudoku solver using the python programming language.

**Lab 8: Write program for implementing expert systems for Covid prediction.**

**Introduction**

Expert system is a computer program that uses AI methods to solve problems within a specialized domain that ordinarily requires human expertise. In order to accomplish feats of apparent intelligence, an expert system relies on two components: a knowledge base and an inference engine.

**Objective**

1. To implement expert systems for Covid prediction.

**Program Code**

print("====================================")

print(" COVID CHECKER ")

print("====================================")

print("Answer the following questions:\n")

cough = (input("Do you have a Cough? ")).lower() == "y"

shortnessOfBreath = (input("Do you have shorness of breath? ")).lower() == "y" fever = (input("Do you have a fever? ")).lower() == "y"

lossOfTaste = (input("Have you lost your taste or smell? ")).lower() == "y" symtomFactorWeight = {

"fever": [3, -2],

"cough": [2, -1],

"breath": [3, -2],

"taste": [2, 0],

}

valuePredictor = 0

if fever: valuePredictor += symtomFactorWeight["fever"][0]

else: valuePredictor += symtomFactorWeight["fever"][1]

if cough: valuePredictor += symtomFactorWeight["cough"][0]

else: valuePredictor += symtomFactorWeight["cough"][1]

if shortnessOfBreath: valuePredictor += symtomFactorWeight["breath"][0] else: valuePredictor += symtomFactorWeight["breath"][1]

if lossOfTaste: valuePredictor += symtomFactorWeight["taste"][0]

else: valuePredictor += symtomFactorWeight["taste"][1]

if valuePredictor > 0:

print("You show the symptoms of Covid 19. Go for a checkup as soon as possible") else: print("You do not show the symptoms of Covid 19")

**Output**
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**Conclusion**

Hence, we implemented expert systems for Covid prediction using the python programming language.